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# Цель работы

Целью данной работы является раскрытие преимуществ и недостатков итерационных методов численного решения задач Алгебры. Для этого была построена реализация ряда алгоритмов, исследование которых позволяет собрать информацию по данной теме. Следует добавить, что хотя акцент и делается на численных методах Алгебры, но в части 1 проводится некоторое отступление с целью продемонстрировать присутствие этого класса методов в Математическом Анализе на примере решения давно известной проблемы поиска корня уравнения.

# Часть 1. Решение алгебраических и трансцендентных уравнений: метод Ньютона

## Формулировка задачи и её формализация

Найти корни заданного уравнения с заданной точностью. Т.е. , найти . Требуется сравнить метод Ньютона с методом половинного деления для решения алгебраического уравнения - и трансцендентного .

## Алгоритмы методов и условия их применимости

1. Метод половинного деления.

1.1. Условия применимости: непрерывна на промежутке , тогда для заданного уравнения существует корень, если .

1.2. Алгоритм метода:  
   
 if then   
 if then else   
 if then goto 1 else

2. Метод Ньютона.

2.1. Условия применимости: и , сохраняют знак на и .

2.2. Алгоритм метода:  
if then else   
 ,   
 if then goto 2, , else

## Предварительный анализ задачи

Если существует такой что , то уравнение имеет хотя бы один корень.

## Тестовый расчет.

Рассмотрим двумя методами. В качестве промежутка выберем , поскольку , поэтому корень существует.

1. Метод половинного деления, точность 0.1, промежуток

* , ,
* , ,
* , ,
* , 3 итерации

2. Метод Ньютона, точность 0.1.

* Модифицируем промежуток
* сохраняет знак на промежутке, как и .
* , поэтому
* , ,
* , , , , 2 итерации

## Модульная структура программы

1. Модули функций и их производных. **Fun1**, **dFun1**, **d2Fun1** принимают , возвращают , , соответственно для алгебраической функции. **Fun2**, **dFun2**, **d2Fun2** для трансцендентной.

2. Модуль **Plot** для построения графика функции на промежутке . Принимает **a**, **b** и ссылку на функцию **@fun** (например **@Fun1**, **@dFun2** …). Возвращает график соответствующей функции, с построенной сеткой.

3. Модуль **Slash** для нахождения корня функции на промежутке с заданной точностью , методом половинного деления. Принимает **a**, **b**, **eps** и ссылку на функцию **@fun**. Возвращает корень **root** и число пройденных итераций **k**.

4. Модуль **Newton** для нахождения корня функции на промежутке с заданной точностью , методом Ньютона. Принимает **a**, **b**, **eps** и ссылки на функцию и её производные: **@fun**, **@dfun**, **@d2fun**. Возвращает корень root и число пройденных итераций **k**.

5. Модуль **NewtonPlot** для графической интерпретации метода Ньютона. Является модификацией модуля **Newton**, поэтому принимает те же параметры. Возвращает график.

6. Модули **TestSlash** и **TestNewton** для тестирования методов, принимают те же параметры, что и модули соответствующих методов, кроме точности. Возвращают таблицу 3x4, в которой каждый столбец соответствует определенному значению точности: 0.1, 0.01, 0.001, 0.0001. И содержит приближенное значение **root**, количество итераций **k** и **root** – значение функции в найденной точке.

## Анализ решения задачи, сравнение методов

Строим графики функций на достаточно большом промежутке, для обнаружения корней. Для трансцендентной функции также построим график в другом масштабе для того, чтобы уточнить промежутки. Были запущены модули: Plot(-5,5,@Fun1),   
Plot(-3,3,@Fun2) и Plot(0.5,1.5,@Fun2).

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAArwAAAINCAIAAABTTjvEAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAB3RJTUUH4goRFg4WR7F/bwAAACR0RVh0U29mdHdhcmUATUFUTEFCLCBUaGUgTWF0aFdvcmtzLCBJbmMuPFjdGAAAACJ0RVh0Q3JlYXRpb24gVGltZQAxOC1PY3QtMjAxOCAwMToxNDoyMQTSB7MAACAASURBVHic7d1xdFT1nf//dxNmDcgiXxdp4KdwUUlqYnChHgMcTCahHqnflJWKy4qEJJsKxNbugjVr0ZgM68aQajAKaI7WZE7QdY8eulhUviflkGDLIYYDsrFEIsogGL9tv0IahSRMJv7+uOE6DMnkhszM/dyZ5+P0eJL7mZu8SZOZ13w+7/u53/nmm28EAABgOHFWFwAAAOyB0AAAAEwhNAAAAFMIDQAAwBRCAwAAMIXQAAAATCE0AAAAUwgNAADAFEIDAAAwhdAAAABMITQAAABTCA0AAMAUQgMAADCF0AAAAEwhNAAAAFMIDQAAwBRCAwAAMIXQAAAATCE0AAAAUwgNAADAFEIDAAAwhdAAAABMITQAAABTCA0AAMAUQgMAADCF0AAAAEwhNAAAAFMIDQAAwBRCAwAAMIXQAAAATCE0AAAAUwgNAADAFHVDw8cff3z69OlBh7q6ug4ePHjpcZ/P19zcPOhZQYYAAIAZioaGjo6O++67b9BkICKPPvpoXl5ewMGamppZs2atXLly3rx5hYWFXV1dZoYAAIBJKoaGY8eOLVu27Kuvvhp09M0339y9e3fAwZ07d1ZVVblcrra2tu3bt7e3t69fv37YIQAAYJ5aocHr9W7evHnJkiWJiYmDPuDEiRPl5eUZGRkBx2tqapxO59KlS+Pi4lJTU4uLixsaGjweT/AhAABgnlqh4ezZs263e926dS+99NKlo/39/cXFxTk5OVlZWf7He3t729vbs7OzjSOLFi0SkX379gUZCte/AQCAKDXG6gIucuWVV+7du3fs2LGdnZ2Xjr744otnzpx59NFH//u//9v/eEtLi4hMnjzZOOJwOBISEo4cOTJt2rShhsL1bwAAIEqpFRocDofD4Rh0qLW1tbq6+vXXXx83blzAkM/n08/1PxgfH+/1eoMMDVVDbm7u+++/f3n1AwBwqdtuu62+vt7qKkJArdAwlO7u7rVr1z744IOzZ88O9/d6//33jx49Gu7vMhrJyclUOErqVyh2KJIKQ0L9Iqlw9JKTk60uITTsERqqqqq+/vrrWbNmNTU1icixY8f6+/ubmpoSExOTk5MTEhJEJGDywOfz6SsRQw1FsHwAAKKBPULDZ599dubMmTVr1vgfXLVq1d13371x48Y5c+aIiH8bhNfr7enpSUtLCzIUqdoBAIgS9ggNW7du7e/vNz79z//8z1/96lcHDx6Mi4sTEYfDkZKS0tDQsGTJEv0Bu3btEpH09PQgQ5H+NwAAYHNqXXI5lPj4eIefMWPGiIjD4YiPj9cfUFhYuHv3brfb3d/f39raWllZuXDhQk3Tgg/Z1IoVK6wuYRhUGBLqF0mFIaF+kVQIgz1mGoaVk5Nz8uTJysrK8vJyEcnIyKioqBh2yKZyc3OtLmEYVBgS6hdJhSGhfpFUCIOioWHixIlBWmGXL1++fPnygINFRUVFRUWDPj7IEAAAMMkeyxMAAMByhAYAAGAKoQEAAJhCaLhYXd3PvvzS6iIAAFARoeFimpZ+7pzVRQAAoCJCw8U07f/r67O6CAAAVERouJimfT5mjDQ2Wl0HAADKITQAAABTCA2BmseNY6YBAIBLERoCvT92rDQ1WV0FAADKITQE+tzhEI/H6ioAAFAOoSHQ5w6HaBorFAAABCA0AAAAUwgNg8nMZKYBAIAAhIbBOJ30QgIAEIDQMBhNoxcSAIAAhIbBaBq9kAAABCA0DI3JBgAA/BAahpCZSWgAAMAfoWEI9EICAHAxQsMQ6IUEAOBihIYh0AsJAMDFCA1DIzQAAOCH0DC06dNpawAAwEBoGJrTSVsDAAAGQsPQNM3qCgAAUAihYWj0QgIA4IfQEBS3uwQA4AJCQ1Bs8QQAwAWEhqDY4gkAgAsIDUERGgAAuIDQMBynk7YGAACE0DA8eiEBABARQsPw6IUEAEBECA3Do60BAAARITQMT98XkhUKAEDMIzSYwH7SAAAQGkyhFxIAAEKDKfRCAgCgcmj4+OOPT58+HXDQ6/U2Nzd/+umng57i8/mam5svPSv40PDohQQAQNnQ0NHRcd999x08eNA4cu7cuUceeeSWW25ZuXLlD3/4w6ysrObmZv9TampqZs2atXLlynnz5hUWFnZ1dZkZMoXbXQIAoGZoOHbs2LJly7766iv/g0888cSePXs2b97c1tbW2Nioadrq1as7Ojr00Z07d1ZVVblcrra2tu3bt7e3t69fv37YoREgNAAAYp5aocHr9W7evHnJkiWJiYkBx995550HHnggOzs7Li5uypQpzzzzTHd397vvvqs/oKamxul0Ll26NC4uLjU1tbi4uKGhwePxBB8agcxM2hoAADFOrdBw9uxZt9u9bt26l156yf94d3f3008/vXjxYuPIVVddJSL6QkNvb297e3t2drYxumjRIhHZt29fkKGRVeZ00tYAAIhxY6wu4CJXXnnl3r17x44d29nZ6X98woQJd911l/+RV199VURuv/12EWlpaRGRyZMnG6MOhyMhIeHIkSPTpk0bamjExREaAACxTa3Q4HA4HA7HsA87fPjws88+e8cdd9x6660i4vP59HP9HxMfH+/1eoMMBfn6ycnJxscrVqzIzc0VkcS5cztff71n7twR/HvC49SpU1aXMAwqDAn1i6TCkFC/SCq8DPX19du2bbO6itBTKzSYceDAgTVr1iQlJVVWVobpWxw9enSQo3femfjRR/JP/xSmbzoimvKbVFJhSKhfJBWGhPpFUuFIlZSUlJSUGJ/6vxe1NbV6Goa1Y8eOgoKC2bNnv/LKK+PGjdMPJiQkiEjA5IHP59NXIoYaGvH3ZosnAEBss1No2Lp1a3Fx8ZIlS1566SUjMYjInDlzRMS/DcLr9fb09KSlpQUZGvG3Z4snAEBss01oeO2116qrq9etW7dhw4aAIYfDkZKS0tDQYBzZtWuXiKSnpwcZGnEF3O4SABDb7BEavvjii6eeeuqGG25ITEzc4efQoUP6AwoLC3fv3u12u/v7+1tbWysrKxcuXKgvcQUZGjHF1swAAIgkezRC7t+///z585988klxcbH/8XvvvXf27NkikpOTc/LkycrKyvLychHJyMioqKjQHxNkaMT02106naP4pwAAYFeKhoaJEyf6X8KwZMmSJUuWBD+lqKioqKhopEMj43SKyxWCrwMAgA3ZY3lCFfRCAgBiGKFhJLjdJQAghhEaRkhvawAAIPYQGkaILZ4AALGK0DBCtDUAAGIVoWGE2OIJABCrCA0jxxZPAICYRGgYOXohAQAxidAwck6nuN1WFwEAQKQRGkaO5QkAQEwiNIwcWzwBAGISoeGy0NYAAIg9hIbLwhZPAIDYQ2i4LGzxBACIPYSGy0JbAwAg9hAaRoHJBgBALCE0XK68PHZrAADEFELD5XI6mWkAAMQUQsPl0nshyQ0AgJhBaBgFJhsAALGE0DAKbPEEAIglhIZRYIsnAEAsITSMAls8AQBiCaFhFPQtnsgNAIDYQGgYncxMqauzuggAACKB0DA6tDUAAGIGoWF0WJ4AAMQMQsPocOcqAEDMIDSMGrs1AABiA6Fh1GhrAADEBkLDqNHWAACIDYSGUaOtAQAQGwgNIUJoAABEO0JDKOTl0dYAAIh6hIZQ4B7ZAIAYQGgIBU0TYYUCABDlCA0houcGAACiF6EhRDIzxe22uggAAMKI0BAi+fksTwAAohuhIUT0LZ5ohwQARC91Q8PHH398+vTpgIM+n6+5ufnS48OOBj8xNLiGAgAQ1RQNDR0dHffdd9/Bgwf9D9bU1MyaNWvlypXz5s0rLCzs6uoyORr8xJChrQEAENVUDA3Hjh1btmzZV1995X9w586dVVVVLperra1t+/bt7e3t69evNzMa/MRQoq0BABDV1AoNXq938+bNS5YsSUxMDBiqqalxOp1Lly6Ni4tLTU0tLi5uaGjwXFgOCDIa/MRQoq0BABDV1AoNZ8+edbvd69ate+mll/yP9/b2tre3Z2dnG0cWLVokIvv27Qs+GvzE0KOtAQAQvcZYXcBFrrzyyr17944dO7azs9P/eEtLi4hMnjzZOOJwOBISEo4cORJ8dNq0aUFODL3MTGlsFKczLF8cAABLqRUaHA6Hw+G49LjP59NH/Q/Gx8d7vd7go8FPHEpycrLx8YoVK3Jzc03Wn/C970165JFT+fkmH395Tp06FdavP3pUGBLqF0mFIaF+kVR4Gerr67dt22Z1FaGnVmhQxNGjRy/zTE2T++7TJOy7SmvK71pNhSGhfpFUGBLqF0mFI1VSUlJSUmJ86v9e1NbU6mkYSkJCgogETA/4fD59CiHIaPATw4K2BgBAlLJHaJgzZ46I+Dc6eL3enp6etLS04KPBTwwLdmsAAEQpe4QGh8ORkpLS0NBgHNm1a5eIpKenBx8NfmJYsFsDACBK2SM0iEhhYeHu3bvdbnd/f39ra2tlZeXChQuNRawgo8FPDD12awAARCnbNELm5OScPHmysrKyvLxcRDIyMioqKsyMBj8xLPS2BsW6cgAAGCVFQ8PEiRMvvYShqKioqKhoqFOCjAY/MfT0tgZ2awAARBfbLE/YCW0NAIBoRGgIA72tgdwAAIguhIbwYG0CABB1CA3hkZcnLpfVRQAAEEqEhvBgX0gAQNQhNISHpomm0dYAAIgmhIZwIjQAAKIIoSFsSkulqcnqIgAACBlCQ9joF14CABAtCA1hQ1sDACC6EBrCKTOT0AAAiBqEhnByOmlrAABEDUJDONHWAACIIoSGcKKtAQAQRQgNYUZbAwAgWhAawoy2BgBAtCA0hBltDQCAaEFoCDPaGgAA0YLQEH6ZmeJ2W10EAACjRWgIv/x8ZhoAAFGA0BB+mibCHS8BALZHaIgI2hoAAPZHaIgIbpMNALA/QkNEcOElAMD+CA0RwYWXAAD7IzRECvtJAwBsjtAQKewnDQCwOUJDpLA8AQCwOUJDpGiaOJ3kBgCAfREaIigvT1wuq4sAAOAyERoiyOnkwksAgH0RGiKICy8BAHZGaIgsLrwEANgWoSGyuPASAGBbhIbIYj9pAIBtERoii7YGAIBtERoiLi9P3G6riwAAYMQIDRHHFk8AAHsiNEQcKxQAAHuyX2jwer3Nzc1/+tOfLh3y+XzNzc2nT58e9MTgoxHFhZcAABsaY3UBI7Nx40a32+3z+UQkNTX1hRde+O53v6sP1dTUPPfcc319fSKyYMGCTZs2TZgwwTgx+GikOZ3sJw0AsB07zTT8+te/fuWVV/793/+9ra3t7bff7urqWrVqlT60c+fOqqoql8vV1ta2ffv29vb29evXGycGH7UAF14CAGzITqFh//798+fPv+eee+Li4m688caHHnroo48++vTTT0WkpqbG6XQuXbo0Li4uNTW1uLi4oaHBc+GFOfioBWhrAADYkJ1Cw5gxY86dO2d8+tVXX4nI2LFje3t729vbs7OzjaFFixaJyL59+0Qk+KhluOMlAMBu7BQa7r///g8//PBXv/rV+++//84772zdunXRokVTpkxpaWkRkcmTJxuPdDgcCQkJR44cEZHgo5bhjpcAALuxUyPkggULVqxY8fLLL7/88ssicsMNN5SUlIiI3hfpcDj8HxwfH+/1eocdHVRycrLx8YoVK3Jzc0P5z7ggMTGx8/XXe+bOHemJp06dCkc9IUSFIaF+kVQYEuoXSYWXob6+ftu2bVZXEXp2Cg3r1q177733tmzZkpmZeeLECZfLtXjx4rfeeivk3+jo0aMh/5qDuPPOxI8+kn/6p8s4VdO0UFcTYlQYEuoXSYUhoX6RVDhSJSUl+ttanf97UVuzzfLEsWPH3n777bVr1/7gBz9wOBw33njjCy+88Ne//rWuri4hIUFEAmYOfD6fPrsQfNRK+fnsJw0AsBHbhIbPPvtMRKZNm2YcGT9+/OzZszs6OubMmSMinZ2dxpDX6+3p6UlLSxOR4KNW4hoKAICt2CY06FNP/tdJdnd3Hz58+JprrnE4HCkpKQ0NDcbQrl27RCQ9PV1Ego9ajNAAALAP24SG66+/Pjs7u7q6+ne/+11/f/8XX3zxr//6r/Hx8cuXLxeRwsLC3bt3u93u/v7+1tbWysrKhQsXGktcwUetlJcnTU1WFwEAgCl2aoR85plnXC7Xz3/+c/2CiBtuuOGVV16ZPn26iOTk5Jw8ebKysrK8vFxEMjIyKioqjBODj1qJrSEBAPZhp9Awbty4jRs3bty4cdDRoqKioqKioc4NPmoZo63B6bS6FAAAhmGb5YmoxdaQAACbIDRYja0hAQA2QWiwGhdeAgBsgtCggMxMdnkCAKiP0KCA/HxmGgAA6iM0KIAVCgCAHRAa1JCZSWgAACiO0KAGp5O2BgCA4ggNanA6WaEAACiO0KAMQgMAQG2EBmXk5cmJE1YXAQDAkAgNytA0qatjsgEAoCxCgzI0TZxOQgMAQFmEBpWUlkpTk9VFAAAwOEKDSjSNm1cBAJRFaFCJvjVkXZ3VdQAAMAhCg2JKS9nlCQCgJkKDYlihAACoitCgGG5eBQBQFaFBPaWl4nJZXQQAAIEIDephhQIAoCRCg3pYoQAAKInQoCRWKAAA6iE0KIkVCgCAeggNSmKFAgCgHkKDqlihAAAohtCgKlYoAACKITSoivtQAAAUQ2hQGPehAACohNCgMFYoAAAqITQojBUKAIBKCA1qY4UCAKAMQoPa9N0a2LABAKAAQoPaNE3y8wkNAAAVEBqUl5fHCgUAQAWEBuU5nWwpDQBQAaHBDjIzCQ0AAMsRGuwgP58VCgCA5QgNdsBNLwEACiA02ATtkAAAq9kvNPT39x89erStra2/vz9gyOfzNTc3nz59etATg4+qzulkpgEAYC2bhYadO3cuWLBg8eLFd999d2Zm5u9//3tjqKamZtasWStXrpw3b15hYWFXV5f/icFHbYAVCgCA1ewUGpqbmx9++OEf/ehHH3zwwR/+8Icbb7zx5z//uT5zsHPnzqqqKpfL1dbWtn379vb29vXr1xsnBh+1jbw8cbmsLgIAELvsFBo2bdp02223/fKXvxw7duykSZM2bNgQHx//0UcfiUhNTY3T6Vy6dGlcXFxqampxcXFDQ4Pnwi0ig4/ahtPJTS8BABayTWjo7u4+dOhQbm6uceS6665raWmZP39+b29ve3t7dna2MbRo0SIR2bdvn4gEH7UTbnoJALCUbULDgQMHROSaa67ZunXrP/zDP2RnZz/11FN6a0JLS4uITJ482Xiww+FISEg4cuTIsKM2U1rKCgUAwCpjrC7ArO7ubhHZunVrZ2fn8uXLOzo66uvrW1pa3nzzTZ/PJyIOh8P/8fHx8V6vV0SCjw4qOTnZ+HjFihX+0xvWGjNmzKTExK9++1vPj35kdS3BnDp1yuoShqF+hWKHIqkwJNQvkgovQ319/bZt26yuIvRsExr6+vpEpKur67/+67/i4uJEJD09vaCg4I033khMTAzt9zp69Ghov2DIaJrceeeMvXvHP/SQ1aUMQ9M0q0sYhvoVih2KpMKQUL9IKhypkpKSkpIS41P/96K2ZpvliYSEBBH5x3/8Rz0xiMj8+fOvvPLKgwcP6kMBMwc+n0+fXQg+aj/5+Qn791tdBAAgFtkmNOgp8oorrvA/GB8fLyJz5swRkc7OTuO41+vt6elJS0sbdtR+NK3v2mvZsAEAEHm2CQ3XX3/91KlTd+3aZRz505/+1NXVdcsttzgcjpSUlIaGBmNIf1h6erqIBB+1o6/vuYd2SABA5NkmNIjIz372s4aGhq1bt3q93o6OjrVr106ePHnx4sUiUlhYuHv3brfb3d/f39raWllZuXDhQmOJK/io7fTMncuGDQCAyLNNI6SI3HPPPb29vVVVVdXV1SLyve99r7a2dvz48SKSk5Nz8uTJysrK8vJyEcnIyKioqDBODD5qO33XXitOp5SVSVmZ1bUAAGKInUKDiCxfvnz58uWDDhUVFRUVFQ11YvBR+8nLk4ICQgMAIJLstDyBbzmd3L8KABBhhAbbyssTt9vqIgAAMYTQYFtOJzMNAIBIIjTYFvevAgBEFqHBzrh/FQAggggNdkY7JAAggggNNkc7JAAgUggNNkc7JAAgUggNNkc7JAAgUggN9kc7JAAgIggN9kc7JAAgIggNUYF2SABA+BEaogLtkACA8CM0RAVNG7hZNgAAYUNoiBalpaxQAADCitAQLfRrL1mkAACEDaEhinDtJQAgnAgNUUTTxONhsgEAECaEhiiiaVx7CQAIH0JDdMnPZ6YBABAmhIbowrWXAICwITREHa69BACEB6Eh6nDtJQAgPAgN0YjJBgBAGBAaohHXXgIAwoDQEI30ay/Z6AkAEFKEhijldDLZAAAILUJDlGKjJwBAqBEaohcbPQEAQorQEL30jZ4KCqyuAwAQJQgNUa20lMkGAECoEBqimr7RU12d1XUAAKIBoSHa1dZy7SUAICQIDdGOyQYAQIgQGmIAu0oDAEKB0BADnE4RoSMSADBKhIbYUFrKtZcAgFEiNMQGp5P7ZQMARonQEDNKS7mMAgAwGnYNDV1dXQcPHgw46PP5mpubT58+PegpwUejH50NAIDRsWtoePTRR/Py8vyP1NTUzJo1a+XKlfPmzSssLOzq6jI/Giu4XzYAYBRsGRrefPPN3bt3+x/ZuXNnVVWVy+Vqa2vbvn17e3v7+vXrTY7GECYbAACjYL/QcOLEifLy8oyMDP+DNTU1Tqdz6dKlcXFxqampxcXFDQ0NHo/HzGgM0e+XzWQDAOCy2Cw09Pf3FxcX5+TkZGVlGQd7e3vb29uzs7ONI4sWLRKRffv2DTsac5hsAABcLpuFhhdffPHMmTOPPvqo/8GWlhYRmTx5snHE4XAkJCQcOXJk2NGYo2ns2QAAuDxjrC5gBFpbW6urq19//fVx48b5H/f5fCLicDj8D8bHx3u93mFHB5WcnGx8vGLFitzc3FCUHzKnTp0a1fmalpiY2Pn66z1z54aookCjrTD81K9Q7FAkFYaE+kVS4WWor6/ftm2b1VWEnm1CQ3d399q1ax988MHZs2eH+3sdPXo03N9ilDRNG9X5Tz2VWFAgx4+HpprBjLbC8FO/QrFDkVQYEuoXSYUjVVJSUlJSYnzq/17U1mwTGqqqqr7++utZs2Y1NTWJyLFjx/r7+5uamhITExMSEkQkYObA5/PpswvBR2OUvkFkXZ3k51tdCgDANmwTGj777LMzZ86sWbPG/+CqVavuvvvuJ598UkQ6OzuN416vt6enJy0tTUTmzJkTZDR26Z0NhAYAgGm2aYTcunXrh34ee+yxv/mbv/nwww/Ly8sdDkdKSkpDQ4Px4F27dolIenq6iAQfjV3GZAMAAObYJjTEx8c7/IwZM0ZEHA5HfHy8iBQWFu7evdvtdvf397e2tlZWVi5cuNBY4go+Grtqa9mzAQBgnm2WJ4LLyck5efJkZWVleXm5iGRkZFRUVJgcjV2aJk6nFBRIba3VpQAAbMCuoWH58uXLly/3P1JUVFRUVDTU44OPxq7SUsnKEo9HmHcBAAzHNssTCAt9soFFCgCACYSGmFdaKo2NbCwNABgWoSHm6RtLM9kAABgOoQEysFsDkw0AgKAIDRAR4S5WAIBhERogIiJOpzid7PUEAAiC0IAL6GwAAARFaMAFxl5PAAAMhtAAP6Wl4vHQEQkAGBShAX40TfLyWKQAgND62ZdfRsf7MUIDLsbdLwEg1B768svo2K2f0ICLsdcTAIRWXd1vJkwgNCBK0REJACHkcm2fMMHqIkKD0IDB0BEJACFRVyea9v64cVbXERqEBgxG74hksgEARsntlrw8q4sIGUIDhpCfL5omZWVW1wEAtqVP2er394kKhAYMbc8ecbutLgIAbMvliqbEICJjrC4Aaistlaws2bPH6joAwIbq6uT4cauLCCVmGhCU0ykibNsAACNWVzewzhtFmGlAUJomtbWSlTWw6RMAwCSXK/qmaZlpwHC4kgIARqquLirfaxEaYILeyMMiBQCYFF1XWhoIDTBBX6RwucTjsboUAFCe/hZL7wmLLoQGmKPfk4JFCgAYVpROMwihASOgp2a2ewKAIBobo2xDJ3+EBpimL1K43dyTAgCG5HZLba3VRYQLoQEjwSIFAATh8QxszxClCA0Yofx8bpwNAINzuaS01OoiwojQgJHTb5zNFZgAEKCuLrobvwgNGDmuwASAS5WVRfHChI5tpHFZ9OaGrKwouxcLAFw+lyvqnxKZacDlys9ne2kAGFBQEH23p7oUoQGjkJ8vjY00NwCA1NVFdwukjtCAUdA02bNH3G6aGwDENL2bIdqnGYSeBowWzQ0AEAPdDDpmGjBqTifNDQBiV2x0M+gIDQiF/HzxeKL76mQAGFxsdDPoWJ5AKOg7N2RliXBHKwCxJJamGYTQgJDRmyKzssTpjJ2/HwCxrq4uRroZdCxPIHT0pkiXa8ypU1aXAgDhV1YmpaUx9TbJfjMNXq/34MGD11xzzfXXXx8w5PP5Dhw4MHPmzKuvvvrSE4OPIjTy88XjSbzvPjl50upSACCcPB5xueSbb6yuI6LsFBrOnTtXWlr69ttv+3w+EZk6dWpFRUV6ero+WlNT89xzz/X19YnIggULNm3aNGHCBOPc4KMIpbKyr//614lZWbJnj9WlAEDYFBTETv+jwU7LE0888cSePXs2b97c1tbW2Nioadrq1as7OjpEZOfOnVVVVS6Xq62tbfv27e3t7evXrzdODD6KkPv6nntE07gIE0DUamyUxsYY7Pu2TWjwer3vvPPOAw88kJ2dHRcXN2XKlGeeeaa7u/vdd98VkZqaGqfTuXTp0ri4uNTU1OLi4oaGBs+FbQqDjyLk+q69VmpruQgTQNRyuaS21uoiLGCb0NDd3f30008vXrzYOHLVVVeJSFdXV29vb3t7e3Z2tjG0aNEiEdm3vvqhjgAAGAhJREFUb5+IBB9FGNXWSlMTuQFAtGlsFI8n6u+CPSjb9DRMmDDhrrvu8j/y6quvisjtt9/e0tIiIpMnTzaGHA5HQkLCkSNHRCT4KMKIzRsARKVYnWYQG4WGAIcPH3722WfvuOOOW2+9tampSUQcDof/A+Lj471er4joXZNDjQ4qOTnZ+HjFihW5ubmhLX6UTil/QaN/hWPq6ydWV/etXdv5L/9iYUkB1P8Zih2KpMKQUL9IKvQ3/s03x/f0/F9NC36jvvr6+m3btkWqqMixZWg4cODAmjVrkpKSKisrw/H1jx49Go4vG0Ka8pcFf1uhpsm110pBwcS6OqXmG9T/GYodiqTCkFC/SCr81pYtUls77LcrKSkpKSkxPvV/L2prtulpMOzYsaOgoGD27NmvvPLKuHHjRCQhIUFEAmYOfD6fPrsQfBSRoK9TnDihVGgAgBErKxOnU5xOq+uwjM1mGrZu3VpdXb1s2bINGzYYB+fMmSMinZ2dxhGv19vT05OWljbsKCLEuIO20N8AwJ703ZxiadPoS9lppuG1116rrq5et26df2IQEYfDkZKS0tDQYBzZtWuXiOj7PgUfReToN6fgegoANqXv5qT8Sk1Y2SY0fPHFF0899dQNN9yQmJi4w8+hQ4dEpLCwcPfu3W63u7+/v7W1tbKycuHChcaaU/BRRI6+TkFuAGA7+mWWMf/cZZvlif37958/f/6TTz4pLi72P37vvffOnj07Jyfn5MmTlZWV5eXlIpKRkVFRUWE8JvgoIorrMAHYUQxfZunPNqFhyZIlS5YsCfKAoqKioqKiyxtFRBk30RZyAwA7qKsTTYvl/keDbUIDogq5AYCNFBRwBz6dbXoaEG303CDCfa0AKC0rS0pLmWbQERpgHU2T/HyZPl1mzAi+txoAWKOxUYQJ0W+xPAFLaZqUlQ3cR7u2NsavZQKgHP2pCRcw0wAF5OdLXp5kZRHnAShEf0vDwoQfZhqghvx8cTppjQSgCvZ/HAwzDVCG0RpJiwMAy9XVsWZ6KUIDVKK3RublSUHBQP8RAEReXZ00NUl+vtV1KIflCShGb41sbBS3WxobWaoAEGkejxQUsDAxKGYaoCSnU0pL5cQJlioARBo3phoaoQGq0u9SwVUVACJJf7bhOWcIhAaoraxM9uwRt1uysphyABBe+hUTbMwwNEIDlKdpcvy4ZGYy5QAgvPR7TLAwMTRCA2xCn3JoapIZM6wuBUA00t+TsJVTUFw9AfvQuxwaG6WgQKZPZ9YBQMg0NorLJd98Y3UdqmOmAbaib+RQWioiMmOG1NVZXA+A6MDNr80hNMCG9L0c9AZJVisAjFJWluTlsTBhBssTsC1jtSIrSzSN66oBXA59wpLlTnOYaYCd6asVe/YMXFtRUMBlmQBGQO+R0lc8YQKhAVFBjw7TpxMdAIyA3srAwoRphAZEC6PRwdjRgegAIAhaGUaO0IDooi9YHD8umiYFBVJQwBUWAAbBdtGXhdCAKJWfL7W1kpk5cIUFTw0ADPp9dLnGcuQIDYheRpuk/tSgtzs0NlpcFQBreTySlcUNJi4PoQExQG930CceXC6ZMWNidTXpAYhRND+OAqEBMSNg4kHveCgrIz0AMSQrSzIzSQyXjdCA2KNpnf/yL3L8+MB+UC6XZGVJXR3pAYhyBQUiND+OCqEBMSxg7kFPD/Q9AFFJvwyb5sfRYRtpQERE8vMlP188HmlsHNgkLi9PTpyQzEzJz7e6OACjo18ucfy41XXYHqEB8KPPPciFNyUej7jd4naLxyNOp2RmiqaxGgrYjP42gMslQoHQAAxB076NCPoMRFOTuN0Dy6L6ZvVkCEBxRmLgTzUUCA2ACfoMhD4Joc9AeDzS1CRNTZKVJU7nwA029a5sbrYJKELfkoELLEOH0ACMkD4DITKQIfQpB713Up+KaGwceIDRFaE/YREmgEjyeGTGDBJDaBEagNHxDxBGy6R+ryz9v3pXhKZJXd1Ar6WIZGYO5AkjSRhZBMDoMccQHoQGIAz0l3/9v8Zzlt6HZaxuaNrAGodciBfGFIWIaNqkSZNk/HiZPn2QL6ifDmBQzDGEDaEBiKxhZxT0SCHSc+DA+EmTBvKEni2amsTjEZfLeIyIfNuqmZcnTU2iaTJ9upw4IXl5F90cXP+++mUgZA5EMeYYwonQACjmQqr4WtMmmXlpN5KBfyDQL/dwOsXtFhGZPn1giSQgcxhJwmjkPHFikLkNlk5gF/ocw/Hj/MaGCaEBsDn/rohLBX+z5R84NG1gfcR/bkPPHP4hQ77NEJO+/lr+9/++9DhgDWNVgt/DsCE0ADEsIHAMu/el0eDp8YhI3+HD4vHIiRMD0xgi38YOPazonZ7+kxZAmOj7MbAqEWaEBgCmXfzy3+nxTLw0ChiTFiIDO2JNny5NTQPLJfrjjRUQ43/AKIx/803ZsoU5hgiIldDg8/kOHDgwc+bMq6++2upagKjmf81IwHs+/9UQ/coRY/lD78YwZiZIEjCvrGzir38t773H70wExERoqKmpee655/r6+kRkwYIFmzZtmjBhgtVFAbFnqNUQ/ytOjZt96PTYkZfHnDMGl5UlIqfee08jMURE9IeGnTt3VlVV/cd//MePf/zjtra2NWvWrF+/fvPmzVbXBeAC/wxhhAMjSciFDbLq6r7dW5Obh8HjkYIC0TSprb3o6mKEU/SHhpqaGqfTuXTpUhFJTU0tLi7+xS9+4fF4iKWA0i7dalN/bTAu5TBuHqZHB+MWYogFjY2SlSW1tdy5PsKiPDT09va2t7evWLHCOLJo0aJf/OIX+/btIzQA9uPf62DcP6yx8aL9J4wVDf7Go1VZmbjdXChhiSgPDS0tLSIyefJk44jD4UhISDhy5EiQs5KTk42PV6xYkZubG74KL8OpU6esLmEYVBgS6hepSoV+rxxjTp0SkYT9+8fs2DHm1Kn/9cknfX/5S8/cuT3p6X3XXtszd65lRQ5NlR/j0NSpcMypU5MeeURE/u+ePSLfttaqU6Ghvr5+27ZtVlcRelEeGnw+n4g4HA7/g/Hx8V6vN8hZR48eDW9Zo6b+NAkVhoT6RSpXoV7PggX6Z6d+//ur+vrGi4xvbJSaGvk//2fgilDFWiKU+zFeQokK9SWJ0lIpK9MuGVSiQj8lJSUlJSXGp/7vRW0tykMDgFjWd+21F10CajRX6ld76m10+r3LlQkQGISx/MSShNWiPDQkJCSISMC8gs/nC5h7ABATjObKS/shsrJE0wY6IVSahMC3PY/6fWJhqSgPDXPmzBGRzs5O44jX6+3p6UlLS7OuKABq0LSLeu+NDMEkhCL0iypFmGBQR5zVBYSXw+FISUlpaGgwjuzatUtE0tPTrSsKgJL0DFFWJnv2yJ49A9dwut0yY4bMmCEFBVJXN7BvBCKgrExmzJDMTBKDUqJ8pkFECgsLH374YbfbnZub+8c//rGysnLhwoWqtcwAUIv/IoV/J0RTkxQUiNOpWitlVNFvPaVp3OFaQdEfGnJyck6ePFlZWVleXi4iGRkZFRUVVhcFwD6G6oTwX8UoK7OwwOihr0d4PFJbSyBTU/SHBhEpKioqKiqyugoAUcG/E8KYhNAXL/S5ByYhLoPejtrYKKWlbPKospgIDQAQFv6TEHoPhL6K4XKJCAHCrIICaWyUvDw5ftzqUjAMQgMAhELAKoaI1NUNbAihZwh9IYO30QZ9N2j9Slcup7QJQgMAhId/gNA7IfQAoXdZxuwkhP6j0NtBWIywG0IDAISf3gnh30p54VqMa/v65Ac/kLw8EYnmDOHxDEy9iAysRHBlhA0RGgAgsi4OEP9v//7Enh5xuweuHfCfhIiCl1X91qNut9TVSX6+5OUxtWBrhAYAsI6m9YjfFRn6S6z+P/1qAhFxOr/d39oujHkF/WblmZl0LUQHQgMAKOPSZGDsCaF/rI8asxFKJYnGRmlslBMnpK5uICiUlkbzgktMIjQAgML0F13/KX09RujXZRgxQn9YJJOEPh2ipwT9A/06CC6FiGqEBgCwlYAYYWwwJTKQJOTiOQn9g+nTv80T+pKBfu6l8UL/gvrDPB4RGX/ggEyaNPD19XxgfOXMzIEWzj17QvqPhKIIDQBgZ8b+ECKBN+30/68+OaFfvCAysHWELuAuXHoDppEMRBImTZLUVBEZWHFQZ0EEEUdoAIBoZMw0jNr/83jGExQgIlF/a2wAABAqhAYAAGAKoQEAAJhCaAAAAKYQGgAAgCmEBgAAYAqhAQAAmEJoAAAAphAaAACAKYQGAABgCqEBAACYQmgAAACmEBoAAIAphAYAAGAKoQEAAJhCaAAAAKYQGgAAgCmEBgAAYAqhAQAAmEJoAAAAphAaAACAKYQGAABgCqEBAACYQmgAAACmEBoAAIAphAYAAGAKoQEAAJhCaAAAAKbYLzR4vd7m5uZPP/300iGfz9fc3Hz69OkRDdlOfX291SUMgwpDQv0iqTAk1C+SCmH4zjfffGN1DWadO3eutLT07bff9vl8IjJ16tSKior09HR9tKam5rnnnuvr6xORBQsWbNq0acKECcMOXSo5Ofno0aNh/8eMAhWOnvoVih2KpMKQUL9IKhw99Ss0yU4zDU888cSePXs2b97c1tbW2Nioadrq1as7OjpEZOfOnVVVVS6Xq62tbfv27e3t7evXr9fPCjIEAADMs01o8Hq977zzzgMPPJCdnR0XFzdlypRnnnmmu7v73XffFZGamhqn07l06dK4uLjU1NTi4uKGhgaPxxN8CAAAmGeb0NDd3f30008vXrzYOHLVVVeJSFdXV29vb3t7e3Z2tjG0aNEiEdm3b1+QociVDgBAVBhjdQFmTZgw4a677vI/8uqrr4rI7bff3tLSIiKTJ082hhwOR0JCwpEjR6ZNmzbU0FDf6LbbbktOTg55/aFFhaOnfoVihyKpMCTUL5IKR+m2226zuoTQsE1oCHD48OFnn332jjvuuPXWW5uamkTE4XD4PyA+Pt7r9eotk4MODfWV6cIFAGBQioYGr9d79uxZ49OJEyf6jx44cGDNmjVJSUmVlZURLw0AgBilaGjYsWPHY489Znx66NChcePGGUOPP/743Llzq6ur9YMJCQkiEjB54PP59JWIoYbC/U8AACDKKBoa5s+fv2XLFuPTK664Qv9g69at1dXVy5Yt27BhgzE6Z84cEens7DSOeL3enp6etLS0IEPh/icAABBlFA0NU6dOnTp1asDB1157rbq6et26datXr/Y/7nA4UlJSGhoalixZoh/ZtWuXiKSnpwcZCvu/AQCA6BJfVlZmdQ2mfPHFF6tXr9Y0zel0HvXT3d09ZcqU8ePHv/jiixMmTJg1a9aHH364fv36uXPn3n///SISZAgAAJhnm22kf/Ob3zz66KOXHr/33nuffPJJEXnhhRc2b96s7xWdkZHxzDPPGHtFBxkCAAAm2SY0AAAAa9lmR0gAAGAtQgMAADCF0AAAAEwhNNhYV1fXwYMHra5iSF1dXfv27evq6rK6kCF5vd7m5uZPP/3U6kKG8fHHH58+fdrqKi7i8/mam5tVq2pQCv70DOr/Bqr/V2xQ/PkwatAIGejv//7vu7u7/Y/U1tbOnz/fqnqCePDBB997773W1larCwnU29v7+OOPv/XWW/qnd95555NPPqnUFSvnzp0rLS19++239buTTJ06taKiQs3dOzo6OhYvXlxRUfGDH/zA6loG1NTUPPfcc/rlSAsWLNi0aZNS/+f6U/Cnp1P/N1D9v+IAyj4f2ug1xZRv4OfPf/5zUlJSeXn5f/v585//bHVdg3jjjTeSkpJuvvlmqwsZhMvluuWWW/bu3fvNN98cPHhw3rx5Dz30kNVFXeThhx/+/ve/v3v3bp/P19HRkZ+ff8stt3z++edW1xXo448/XrBgQVJSUkNDg9W1DPjtb3+blJT0xhtv+Hy+Dz/8cMGCBT/96U+tLmpwCv70DOr/Bqr/V+xP2edDG72mmERouEhDQ0NSUpL6/496PJ7Zs2f/5Cc/UfCPpK+vLyUlpaqqyjiyZcuWm266yefzWViVv/Pnz990000vvviiceTLL79MSkp6+eWXLawqwPnz559//vmbb7556dKlSr3s5eTkrFq1yvj0rbfeSkpKOn78uHUVDULZn55O/d9A9f+K/an8fGiX1xTz6Gm4yEcfffS3f/u311xzjdWFBNPf319cXJyTk5OVlWV1LYOIj4//4IMPHnjgAeNIb2/vd77zHQtLCtDd3f30008vXrzYOHLVVVeJiFILt2fPnnW73evWrXvppZesruVbvb297e3t2dnZxpFFixaJyL59+6wrahBq/vQM6v8Gqv9XbFD8+dAWrykjQmi4SHt7+3XXXZeXl5eSkpKSkpKbm+vxeKwuKtCLL7545syZQffHVITD4Rg/fnx/f39XV9drr71WX1+/evXquDhVftkmTJhw1113TZkyxTjy6quvisjtt99uXVGBrrzyyr179xYUFFhdyEVaWlpEZPLkycYR/V6yR44csa6oQaj50zPY4jdQ8b9ig+LPh7Z4TRkRRW9YZZXDhw93dnauWbPmn//5n//yl788//zzy5cv/81vfvPd737X6tIGtLa2VldXv/7668a9wpX1hz/84Sc/+YmIzJw507hhmIIOHz787LPP3nHHHbfeeqvVtXzL4XAoeAN3vWsvoLD4+PiAu89bTs2f3lDU/A3UKf5XrP7zofqvKSMV06HB6/WePXvW+HTixIklJSVTpkxJTU3Vj8yZM+eHP/xhXV3dv/3bv6lQ4RVXXLF27doHH3xw9uzZltQzqEt/jPoHaWlp//M///Ppp5+6XK4f//jH27dvv+6665SqUEQOHDiwZs2apKSkyspKK0obEKRCRDdFfgOHos5f8aW6u7sVfD4MoNpryujFdGjYsWPHY489Znx66NChgOuyrr/++pkzZ1o4mxRQ4c9+9rOvv/561qxZTU1NInLs2LH+/v6mpqbExMTk5GRFijx06JCe+vVXvptuumnr1q0LFizYtm3bL3/5S6Uq3LFjx+OPPz537tzq6mpr36kMVaFqEhISRCRgXsHn89nobb1S1PkNHIo6f8WXqqqqUvD5MIBqrymjF9OhYf78+Vu2bDE+HTdu3Hvvvfe9730voGklPj4+4qUNCKhw9+7dZ86cWbNmjf9jVq1adffdd2/cuDHi1Q249Mf4u9/9Li0tzZh/u/rqqxMSEv7yl79YVGBghVdccYWIbN26tbq6etmyZRs2bLCqMMOgFSpozpw5ItLZ2Wkc8Xq9PT09aWlp1hVlV0r9Bgbo7Ow8cOCAUn/Fl/rss88UfD7019nZ2draqtRrSghYffmGQj755JOkpKTnn3/eOPL555/fdNNNW7ZssbAqf319fef9uN3um2+++fz58319fVaX9q3PP/884OKxjo6OpKSkZ5991sKqArz66qtJSUn+17wp68yZM0pdNHj33XcXFRUZn6p5yaVBtZ+eQfHfQFv8Fav/fKj+a8pliOmZhgDXX399dnb2K6+8kpqampWVdezYsUceeeSaa65ZsWKF1aUNiI+P94+oY8aMkUu60iw3derUhQsXbtmy5cYbb8zMzNR/jH/3d393//33W13agC+++OKpp5664YYbEhMTd+zYYRyfNm2ayoujiigsLHz44Yfdbndubu4f//jHysrKhQsXappmdV12ov5voPp/xWKH50P1X1MuA6HhIhs3btywYcNPf/pTvUv8+9///rZt21TeOVVNTz/99BNPPLFq1Sr909TU1G3btk2aNMnaqgz79+8/f/78J598Ulxc7H/83nvvVeQpW2U5OTknT56srKwsLy8XkYyMjIqKCquLshlb/AYq/ldsF9H3msK9Jwbh9Xo//PDDmTNnjh8/3upabKy3t/eDDz6YOXPm1VdfbXUtCDF9D+kZM2bY+ukPw+KvOCSi6TWF0AAAAExRbnsvAACgJkIDAAAwhdAAAABMITQAAABTCA0AAMAUQgMAADCF0AAAAEwhNAAAAFMIDQAAwBRCAwAAMIXQAAAATCE0AAAAUwgNAADAFEIDAAAwhdAAAABMITQAAABTCA0AAMAUQgMAADCF0AAAAEwhNAAAAFMIDQAAwBRCAwAAMIXQAAAATCE0AAAAUwgNAADAFEIDAAAwhdAAAABMITQAAABTCA0AAMAUQgMAADCF0AAAAEwhNAAAAFP+f/xbJiCBzAelAAAAAElFTkSuQmCC)

Рисунок 1. График алгебраической функции.
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Рисунок 2. График трансцендентной функции.
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Рисунок 3. График трансцендентной функции в другом масштабе.

Можно сделать вывод, что заданное алгебраическое уравнение имеет корни на промежутках и , а трансцендентное на , и . Теперь, для каждого корня каждого уравнения построим таблицу, в которую при заданной точности войдут найденный корень , число итераций , и значение функции в соответствующей точке при каждом из двух методов (см. Таблицы 1-10 в приложении). Также, построим графическую интерпретацию метода Ньютона для алгебраического уравнения на , с точностью 0.1 (см. Рисунок 4 в приложении).

Таблица 1. Алгебраическое уравнение, [0, 2].

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  | 0.9688 | 0.9961 | 0.9927 | 0.9924 |
|  | 0.9688 | 0.9926 | 0.9926 | 0.9924 |
|  | 6 | 9 | 12 | 16 |
|  | 3 | 3 | 3 | 4 |
|  | 0.9406 | -0.1486 | -0.0116 | -0.0006 |
|  | -0.0089 | -0.0089 | -0.0089 | -3.0032e-006 |

Таблица 2. Алгебраическое уравнение, [3, 5].

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  | 3.9063 | 3.8789 | 3.8765 | 3.8763 |
|  | 3.8814 | 3.8762 | 3.8762 | 3.8762 |
|  | 6 | 9 | 12 | 16 |
|  | 3 | 4 | 4 | 5 |
|  | 4.6068 | 0.4035 | 0.0358 | 0.0037 |
|  | 0.7870 | 0.0028 | 0.0028 | 37.1727e-009 |

Таблица 3. Транцендентное уравнение, [0.2, 0.4].

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  | 0.2813 | 0.3086 | 0.3110 | 0.3115 |
|  | 0.2930 | 0.3113 | 0.3113 | 0.3115 |
|  | 4 | 7 | 10 | 14 |
|  | 1 | 2 | 2 | 3 |
|  | -0.1212 | -0.0115 | -0.0019 | -0.0010 |
|  | -0.0734 | -0.0010 | -0.0010 | -240.6736e-009 |

Таблица 4. Трансцендентное уравнение, [0.8, 0.95], метод половинного деления.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  | 0.9125 | 0.8984 | 0.8946 | 0.8949 |
|  | 0.8949 | 0.8949 | 0.8949 | 0.8949 |
|  | 2 | 5 | 9 | 12 |
|  | 3 | 3 | 4 | 4 |
|  | -0.0138 | -0.0032 | 0.0003 | 28.7945e-006 |
|  | 0.0001 | 0.0001 | 27.4725e-009 | 27.4725e-009 |

Таблица 5. Трансцендентное уравнение, [0.96, 1.05], метод половинного деления.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  |  |  |  |  |
|  | 1.0050 | 1.0022 | 0.9997 | 1.0000 |
|  | 1.0122 | 1.0012 | 1.0000 | 1.0000 |
|  | 1 | 5 | 8 | 11 |
|  | 1 | 2 | 3 | 3 |
|  | 0.0052 | 0.0022 | -0.0003 | 34.1912e-006 |
|  | 0.0137 | 0.0012 | 13.5342e-006 | 13.5342e-006 |

## Анализ результатов исследования

Результаты тестирования показали, что среднее количество итераций по методу Ньютона , меньше чем по методу половинного деления. При этом, значения функций в соотв. точках (точность 0.001) в среднем ближе к нулю для метода Ньютона, чем для метода половинного деления. Этим подтверждается что в сравнении итерационных методов: метод Ньютона лучше, чем метод половинного деления. Также заметим, что он сходится даже с меньшей ошибкой, чем требуется. Таким образом проявляется квадратичная сходимость метода.

# Часть 2. Решение СЛАУ прямыми методами: метод LDR-разложения

## Формулировка задачи и её формализация

Пусть . Найти такой , что . Требуется сравнить вычислительную ошибку для матриц при различных порядках числа обусловленности . Также, оценить погрешность вычислений при малых возмущениях и проверить согласованность полученного результата с теорией.

## Алгоритм метода LDR-разложения и условия его применимости

Метод LDR-разложения основан на представлении матрицы системы в виде произведения трех матриц – нижней треугольной (), диагональной () и верхней треугольной ().

. После чего, решение данной системы сводится к решению трех элементарных .

Алгоритм разложения:
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 end-do;  
   
 if then   
 for to do   
   
 for to do  
   
 end-do;  
   
   
 for to do   
   
 end-do;  
   
 end-do;   
end-do;

Метод применим, если все угловые миноры матрицы системы отличны от нуля. На практике это реализуется проверкой неравенства нулю на каждой итерации.

## Предварительный анализ задачи

Если , то система имеет единственное решение. Алгоритм, приведенный выше завершает работу если . Поскольку при разложении , мы можем утверждать, что если решение получено, то оно единственное.

## Тестовый расчет

**1.**   
Вычислим , далее , .  
Вычислим .  
Имеем , , .

**2.** Далее решим систему . , .  
Решим систему . , .  
Наконец, решим систему . , .  
**3.** Действительно, - решение системы, таким образом работа алгоритма проверена на примере.

## Модульная структура программы

**float\*\* CreateMatrix (int N)** – создает матрицу порядка N.

**void FreeMatrix (float\*\* matrix, int N)** – удаляет матрицу matrix порядка N.

**void DSolve (float\*\* D, float\* b, float\* x, int N)** – решает систему, матрица D которой диагональная. b это столбец правой части, x это столбец корней.

**void RSolve (float\*\* R, float\* b, float\* x, int N)** – решает систему, матрица R которой верхне-треугольная.

**void LSolve (float\*\* L, float\* b, float\* x, int N)** – решает систему, матрица L которой нижне-треугольная.

**void LDR (float\*\* A, float\*\* L, float\*\* D, float\*\* R, int N)** – выполняет LDR разложение матрицы A.

**void EpsB (float\*\* A, float\* b, float\* x, int N)** – печатает относительную погрешность, столбцы x, A\*x и b.

**float VecNorma (float\* vec, int N)** – считает бесконечную норму вектора vec.

**float MatNorma (float\*\* mat, int N)** – считает бесконечную норму матрицы mat.

**int Sign ()** – случайным образом возвращает -1 или 1.

**void Solve (float\*\* A, float\* b, float\* x, int N)** – решает систему методом LDR-разложения.

**void K1 (float\*\* A, float\* b, float\* x, int N)** – вычисляет k1.

**void K2 (float\*\* A, float\* b, float\* x, int N)** – вычисляет k2.

## Составление и решение систем

Для составления системы, с заданным числом обусловленности , выберем ненулевые элементыдиагональной матрицы таким образом, чтобы . Далее, сгенерируем случайным образом столбец , так чтобы . Тогда матрица , где будет иметь число обусловленности, соответствующее . Программный код см. в [Приложении](#_Генератор_матриц). Построим 3 матрицы порядка 10 с обусловленностью . После генерации, матрица записывается в файл In.txt, вместе со сгенерированным вектор-столбцом правой части. Откуда затем считывается программой, после чего программа решает систему, вычисляет коэффициенты , определяемые формулами:

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIkAAABaAQAAAACk9UjlAAAAAmJLR0QAAd2KE6QAAAAMY21QUEpDbXAwNzEyAAAAB09tt6UAAAGJSURBVDjLvdM9TsMwFMBxo7JzhIysHACRo+QIXhlow8QdmKqegLFCFTVISIyMDIiaiYpWEKQKu9DaDyd+cdyYfohKZEn1U5y8pP4TqB+n5M8kIIWu+aV4NpRpnWRJmiE9/EKZo/4+0mtJirct9V4qYkiDkmYZUtOjBOnJ0TtHuizpY/feUFsNyJ2bHvK5uOIAa4mF1PGo+EbP0UX4CROPngkhDYBoas4k9hcmwUI9SgMaBgSwhqidMBVzzeuka6TjgACEqui2pCNHE6T5wJFEmq2kcUl9R49Isrr9OdI0nAu2p432/f9TmRXALGVKBPQl/KxySj6Xky2toDfhl2aolTlijm6EX5qhprwSfmkLZEsrqCn80gwdkwPhZ5UPkf8BK4mF1PGoeNjGpWlij0ZVWlxfqEc8oGFAxax1Yh7h/kqoUQWcVllFFGJDbertQqoZ/zYXLyEsjSpD2t5rUpFsWcKs6PRwR55ECyQZz3r2qnFIWBrNDHUtYWn0LOLXjb2FuewrbkWb7Psf0+KAk3OwkyMAAAI2Z0lGeE1hdGhUeXBlMDAxBQEABglEU01UNgAAE1dpbkFsbEJhc2ljQ29kZVBhZ2VzABEFVGltZXMgTmV3IFJvbWFuABEDU3ltYm9sABEFQ291cmllciBOZXcAEQRFdWNsaWQgRXh0cmEAEgAIIS9Fj0QvQVD0EA9HX0FQ8h8eQVD0FQ9BAPRF9CX0j0JfQQD0EA9DX0EA9I9F9CpfSPSPQQD0EA9A9I9Bf0j0EA9BKl9EX0X0X0X0X0EPDAEAAQABAgICAgACAAEBAQADAAEABAAACgQAAQEBAAMACwAAAQACAIJ8AAIAgnwAAgSGlANEAgCDeAACAIJ8AAIAgnwAAAEAAgCCfAACAIJ8AAIAg3gAAgCCfAACAIJ8AAAAAgSGPQA9AgCDawADABsAAAsBAAIAiDEAAAEBAAoDAAsAAAEAAgCCfAACAIJ8AAIEhpQDRAIAg2IAAgCCfAACAIJ8AAABAAIAgnwAAgCCfAACAINiAAIAgnwAAgCCfAAAAAABAAMACwAAAQACAIJ8AAIAgnwAAgSGlANEAgCDeAACAIJ8AAIAgnwAAAEAAgCCfAACAIJ8AAIAg3gAAgCCfAACAIJ8AAAAAgSGPQA9AgCDawADABsAAAsBAAIAiDIAAAEBAAoDAAsAAAEAAgCCfAACAIJ8AAIEhpQDRAIAg0EAAgCCfAACAIJ8AAABAAIAgnwAAgCCfAACAINBAAIEhisAKwIEhpQDRAIAg0EAAgCCfAACAIJ8AAAAAAAARj0PYQAABPVnSUZ4TWF0aFR5cGUwMDM8P3htbCB2ZXJzaW9uPSIxLjAiPz48IS0tIE1hdGhUeXBlQFRyYW5zbGF0b3JANUA1QE1hdGhNTDIgKENsaXBib2FyZCkudGRsQE1hdGhNTCAyLjAgKENsaXBib2FyZClAIC0tPjxtYXRoIGRpc3BsYXk9J2Jsb2NrJyB4bWxucz0naHR0cDovL3d3dy53My5vcmcvMTk5OC9NYXRoL01hdGhNTCc+PG10YWJsZSBjb2x1bW5hbGlnbj0nbGVmdCc+PG10cj48bXRkPjxtZnJhYz48bXJvdz48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PG1pPiYjeDAzOTQ7PC9taT48bWk+eDwvbWk+PG1vPiYjeDAwN0M7PC9tbz48bW8+JiN4MDA3Qzs8L21vPjwvbXJvdz48bXJvdz48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PG1pPng8L21pPjxtbz4mI3gwMDdDOzwvbW8+PG1vPiYjeDAwN0M7PC9tbz48L21yb3c+PC9tZnJhYz48bW8+PTwvbW8+PG1zdWI+PG1pPms8L21pPjxtbj4xPC9tbj48L21zdWI+PG1mcmFjPjxtcm93Pjxtbz4mI3gwMDdDOzwvbW8+PG1vPiYjeDAwN0M7PC9tbz48bWk+JiN4MDM5NDs8L21pPjxtaT5iPC9taT48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PC9tcm93Pjxtcm93Pjxtbz4mI3gwMDdDOzwvbW8+PG1vPiYjeDAwN0M7PC9tbz48bWk+YjwvbWk+PG1vPiYjeDAwN0M7PC9tbz48bW8+JiN4MDA3Qzs8L21vPjwvbXJvdz48L21mcmFjPjwvbXRkPjwvbXRyPjxtdHI+PG10ZD48bWZyYWM+PG1yb3c+PG1vPiYjeDAwN0M7PC9tbz48bW8+JiN4MDA3Qzs8L21vPjxtaT4mI3gwMzk0OzwvbWk+PG1pPng8L21pPjxtbz4mI3gwMDdDOzwvbW8+PG1vPiYjeDAwN0M7PC9tbz48L21yb3c+PG1yb3c+PG1vPiYjeDAwN0M7PC9tbz48bW8+JiN4MDA3Qzs8L21vPjxtaT54PC9taT48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PC9tcm93PjwvbWZyYWM+PG1vPj08L21vPjxtc3ViPjxtaT5rPC9taT48bW4+MjwvbW4+PC9tc3ViPjxtZnJhYz48bXJvdz48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PG1pPiYjeDAzOTQ7PC9taT48bWk+QTwvbWk+PG1vPiYjeDAwN0M7PC9tbz48bW8+JiN4MDA3Qzs8L21vPjwvbXJvdz48bXJvdz48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PG1pPkE8L21pPjxtbz4rPC9tbz48bWk+JiN4MDM5NDs8L21pPjxtaT5BPC9taT48bW8+JiN4MDA3Qzs8L21vPjxtbz4mI3gwMDdDOzwvbW8+PC9tcm93PjwvbWZyYWM+PC9tdGQ+PC9tdHI+PC9tdGFibGU+PC9tYXRoPjwhLS0gTWF0aFR5cGVARW5kQDVANUAgLS0+PTz6CAAAABFnSUZ4TWF0aFR5cGUwMDIpAAAAAABuiUcoAAAAAElFTkSuQmCC)

Для каждого числа обусловленности был проведен эксперимент с матрицей порядка 10. Средние значения и промежуточные результаты занесены в таблицу:

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  |  |  |
|  |  |  |
|  |  |  |

## Анализ результатов исследования

Таким образом установлено, что с ростом числа обусловленности относительная погрешность вычислений при использовании метода LDR-разложения – возрастает. поскольку возмущение матрицы, в отличие от возмущения вектора, производит дополнительные погрешности в процессе LDR-разложения.

## 

# Часть 3. Решение СЛАУ итерационными методами: метод релаксации

## Формулировка задачи и её формализация

Пусть , . Требуется решить СЛАУ вида . Все итерационные методы основываются на приведении системы к каноническому виду. Итерационный процесс задает последовательность , исходя из некоторого начального приближения в виде первых членов последовательности. Требуется найти такой член последовательности , что . Обычно полагают, что в таком случае получено решение СЛАУ, с точностью .

## Алгоритм метода релаксации и условия его применимости

Каноническая форма уравнения итерационного процесса метода релаксации – .

Пусть - начальное приближение к корню. Тогда воспользуемся следующим алгоритмом:

;   
;   
   
   
 ;  
 ;   
   
 ;  
   
   
 ;  
   
 ;   
   
 ;   
 )  
 ;   
 ;

По *теореме Островского-Рейча*: если матрица удовлетворяет условиям и при , метод релаксации сходится при любом . Поэтому, в качестве начального приближения был использован нулевой вектор. Заметим, что при , метод релаксации обращается в метод Зейделя.

## Модульная структура программы

*Модули для работы с матрицами:*

Тип **mat** эквивалентен **float\*\***, тип **vec** эквивалентен **float\***

**mat matrixInit (int size)** – инициализирует матрицу порядка **size**

**void matrixDone (mat matrix, int size)** – удаляет матрицу **matrix**

**vec vectorInit (int size)** – инициализирует вектор порядка **size**

**void vectorDone (vec vector)** – удаляет вектор **vector**

**void matXvec (mat matrix, vec vector, int size, vec result)** – умножает матрицу **matrix** на вектор **vector**, записывает результат в **result**.

**float vecInfNorm (vec vector, int size)** – вычисляет бесконечную норму вектора **vector**.

**float matInfNorm (mat matrix, int size)** – вычисляет бесконечную норму матрицы **matrix**.

**void vecDvec (vec vec1, vec vec2, vec result, int size)** – вычисляет разность векторов **vec1** и **vec2**, записывает результат в вектор **result**.

**void matDevideDetOnS (mat matrix, int size, float S)** – уменьшает определитель матрицы **matrix** в **S** раз, сохраняя положительную определенность и симметричность.

*Модуль метода релаксации и модули его тестирования:*

**vec RelaxationMethod (float omega, float epsilon, mat A, vec b, int size, int\* k)** – решает СЛАУ методом релаксации, возвращая вектор решений. Зависит от коэффициента **,** заданной точности **.** Возвращает число итераций по ссылке на **k**.

**void Test1 (void)** – запускает решение системы методом релаксации, считывая информацию о матрице **А**, столбце **b**, коэффициенте и точности из файла *Input.txt*. Выводит на экран корни и число итераций.

**void Test2 (void)** – запускает решение системы, записанной в файле *Input.txt*, при различных значениях коэффициента**.**

**void Test3 (void)** – запускает решение системы, записанной в файле *Input.txt*, при различных порядках определителя матрицы **А.**

## Исследование метода релаксации

Для исследования метода релаксации, решим СЛАУ с тремя матрицами (обусловленность , , ) **А** порядка 12, 19 раз, при различных значениях коэффициента от 0.1 до 1.9. После чего вынесем число итераций в *таблицу 1*.

Сгенерируем 5 матриц (обусловленность ) таким образом, чтобы сразу после генерации собственных чисел, они делились некоторое количество раз на . После чего вычислялся определитель. Результаты вычислений при (для метода верхней релаксации) приведены в *таблице 2*. Дополнительным экспериментом, будем изменять уже сгенерированную ранее матрицу **А** (обусловленность ) таким образом, чтобы её определитель уменьшался в раз, посредством умножения всех строк на . Запишем число итераций в *таблицу 3*. ![](data:image/x-wmf;base64,183GmgAAAAAAACABwAEECQAAAAD1XgEACQAAA8cAAAAAAHsAAAAAAAUAAAACAQEAAAAFAAAAAQL///8ABQAAAC4BGQAAAAUAAAALAgAAAAAFAAAADALAASABCwAAACYGDwAMAE1hdGhUeXBlAAAgABIAAAAmBg8AGgD/////AAAQAAAAwP///6b////gAAAAZgEAAHsAAAAmBg8A7ABBcHBzTUZDQwEAxQAAAMUAAABEZXNpZ24gU2NpZW5jZSwgSW5jLgAFAQAGCURTTVQ2AAETV2luQWxsQmFzaWNDb2RlUGFnZXMAEQVUaW1lcyBOZXcgUm9tYW4AEQNTeW1ib2wAEQVDb3VyaWVyIE5ldwARBEV1Y2xpZCBFeHRyYQASAAghL0WPRC9BUPQQD0dfQVDyHx5BUPQVD0EA9EX0JfSPQl9BAPQQD0NfQQD0j0X0Kl9I9I9BAPQQD0D0j0F/SPQQD0EqX0RfRfRfRfRfQQ8MAQABAAECAgICAAIAAQEBAAMAAQAEAAAKAAoAAAAmBg8ACgD/////AQAAAAAAAwAAAAAA)

|  |  |  |  |
| --- | --- | --- | --- |
|  |  |  |  |
| 0.1 | 2350 | 10718 | 35679 |
| 0.2 | 1551 | 6502 | 25112 |
| 0.3 | 1160 | 5527 | 19249 |
| 0.4 | 939 | 4739 | 15483 |
| 0.5 | 777 | 4059 | 12729 |
| 0.6 | 649 | 3489 | 10705 |
| 0.7 | 539 | 3021 | 9047 |
| 0.8 | 439 | 2649 | 7603 |
| 0.9 | 472 | 2366 | 6283 |
| 1.0 | 496 | 2169 | 4986 |
| 1.1 | 590 | 2396 | 3668 |
| 1.2 | 628 | 2807 | 4650 |
| 1.3 | 778 | 3476 | 5798 |
| 1.4 | 942 | 3852 | 5856 |
| 1.5 | 1258 | 5046 | 8591 |
| 1.6 | 1611 | 7512 | 10130 |
| 1.7 | 2140 | 10161 | 13294 |
| 1.8 | 3355 | 16543 | 20999 |
| 1.9 | 7009 | 34536 | 44427 |

**Таблица 1.** Зависимость сходимости от коэффициента релаксации для трех различных матриц.

|  |  |  |  |
| --- | --- | --- | --- |
|  | , k | , k | , k |
| 0.00127 | 799 | 367 | 223 |
| 0.000002 | 1812 | 1000 | 2923 |

**Таблица 2.** Зависимость сходимости от величины определителя, случай 1.

|  |  |
| --- | --- |
|  |  |
| 1 | 496 |
|  | 505 |
|  | 513 |
|  | 595 |
|  | 612 |
|  | 626 |
|  | 638 |
|  | 648 |
|  | 658 |
|  | 670 |
|  | 693 |

**Таблица 3.** Зависимость сходимости от величины определителя, случай 2.

## Анализ результатов исследования

В двух экспериментах из трех при сходимость лучше. Таким образом продемонстрировано, что можно добиться лучших результатов, чем при применении метода Зейделя, при оптимальном коэффициента , подбор которого происходит экспериментально.

При уменьшении определителя, заметно ухудшение сходимости при любом коэффициенте “омега” (см. Таблицу 2). Число итераций меняется на целый порядок. Это связано с тем, что при стремлении определителя к нулю, система перестает быть детерминированной и сложнее выделить точное решение из множества близких к нему. Если две матрицы отличаются постоянным множителем, то данное явление незаметно (см. Таблицу 3), поскольку вычисления также будут отличаться лишь постоянным множителем и ухудшение сходимости будет связано только с точностью задания элементов.

# Часть 4. Решение алгебраической проблемы собственных чисел: метод Якоби

## Формулировка задачи и её формализация

Для симметричной матрицы требуется найти все числа , каждое из которых характеризуется существованием вектора . Мы рассматриваем симметричные матрицы () поскольку только в этом случае метод Якоби сходится. Более того, в таком случае гарантируется вещественность как собственных чисел , так и соответствующих им собственных векторов .

## Алгоритм метода Якоби и условия его применимости

Ключевая идея алгоритма метода заключается в выборе матрицы вращения на каждой итерации таким образом, чтобы её можно было использовать для приближения к нулю элементов вне главной диагонали матрицы. Формулы для косинуса и синуса преобразованы с целью избавиться от использования тригонометрических функций в вычислениях, поскольку это нецелесообразно с вычислительной точки зрения. Изначальные формулы закомментированы в тексте алгоритма.
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Метод применим для симметричных матриц поскольку в этом случае все СЧ вещественные. В случае матрицы порядка 2, метод сходится за одну итерацию, что продемонстрировано далее.

## Тестовый расчет

## Модульная структура программы

*Модули для работы с матрицами:*

Тип **mat** эквивалентен **float\*\***, тип **vec** эквивалентен **float\***

**mat matrixInit (int size)** – инициализирует матрицу порядка **size**

**void matrixDone (mat matrix, int size)** – удаляет матрицу **matrix**

**vec vectorInit (int size)** – инициализирует вектор порядка **size**

**void vectorDone (vec vector)** – удаляет вектор **vector**

**void matXvec (mat matrix, vec vector, int size, vec result)** – умножает матрицу **matrix** на вектор **vector**, записывает результат в **result**.

**void matXmat (mat mat1, mat mat2, mat result, int size)** – перемножает матрицы **mat1** и **mat2**, результат записывает в **result**.

**void trponMat (mat matrix, int size)** – транспонирует матрицу **matrix.**

**float vecInfNorm (vec vector, int size)** – вычисляет бесконечную норму вектора **vector**.

**void vecDvec (vec vec1, vec vec2, vec result, int size)** – вычисляет разность векторов **vec1** и **vec2**, записывает результат в вектор **result**.

*Модули метода Якоби:*

**mat createRotMatrix (int I, int J, float theta, int size)** – создает матрицу поворота с заданным углом **theta**.

**vec methodYakobi (mat matrix, int size, float epsilon, int\* k, mat eigVec)** – решает АПСЧ для матицы **matrix**, преобразуя матрицу в диагональную некоторой точностью **epsilon**, возвращает столбец собственных чисел и число итераций **k**.

## Исследование метода Якоби

*Поставим следующие эксперименты по нахождению СЧ (для матрицы порядка 10):*  
**1.** Для хорошо обусловленной матрицы ()  
**2.** Для плохо обусловленной матрицы ()  
**3.** Для хорошо отделимых собственных чисел (1, 2, 3, …, 10)  
**4.** Для плохо отделимых собственных чисел (1.00000, 1.00001, 1.00002, …., 1.00008, 10.0)

Матрицы генерировались в программе, алгоритм работы которой описан в части 2. Выбор собственных чисел для генерации матрицы в 3 и 4 экспериментах был выполнен таким образом, чтобы обусловленность была одна и та же.

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  | 117 | 132 |
|  | 0.000011 | 9.107666 |

Таблица 1.

Таблица 1 отражает результаты экспериментов 1, 2. Небольшие различия в числе итераций послужили поводом провести два дополнительных теста с целью удостовериться в том, что оно по большей части зависит от размерности матрицы, но не от обусловленности. Результаты занесены в таблицу 2.

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  | 108 | 266 |

Таблица 2.

Наконец, в таблицу 3 занесем результаты экспериментов 3 и 4.

|  |  |  |
| --- | --- | --- |
|  |  |  |
|  | 0.999999, 1.999999, 8.000000, 3.999999, 5.000000, 6.000001, 6.999999, 3.000000, 8.999998, 9.999998 | 1.000000, 1.000063, 1.000021, 1.000025, 1.000035, 1.000050, 1.000026, 1.000066, 1.000077, 10.000000 |

Было замечено, что если уменьшить , то результаты во втором тесте намного лучше сопоставляются исходным данным: 1.000000, 1.000061, 1.000020, 1.000010, 1.000040, 1.000050, 1.000031, 1.000070, 1.000080, 10.000000.

## Анализ результатов исследования

**1.** Число итераций зависит от размерности матрицы и не зависит от обусловленности. Это объясняется тем, что условие выхода метода зависит не от качества результата как такового (точности вычисления собственных чисел), а от близости матрицы к диагональной. Чем матрица больше, тем больше нужно выполнить операций.  
**2.** С ростом числа обусловленности увеличивается погрешность, вычисляемая как

. Вот эта величина уже зависит от точности результата и очевидно она будет выше в случаях, когда погрешность вычислений больше из-за плохой обусловленности.

**3.** Если собственные числа отличаются в разряде, вес которого меньше , то отделение друг от друга собственных чисел затруднительно. Можно даже интерпретировать результаты так, согласно которым собственное число имеет кратность (в тесте выше 1.000026 и 1.000025), что не соответствует действительности. Таким образом, важно применять метод с различными значениями , чтобы быть уверенными в корректности результатов.

# Выводы

В ходе курсовой работы был исследован ряд методов численного решения алгебраических задач, большинство из которых являются итерационными. В частях 2 и 3, раскрыты методы решения одной и той же проблемы поиска корней СЛАУ, но с разных сторон. Итерационный метод – метод релаксации позволяет путем более продолжительной работы, снизить влияние погрешности вычислений. В этом заключается его главное преимущество перед прямым методом LDR-разложения.

Части 1 и 4 подчеркивают широту применения итерационных методов и раскрывают иные их особенности. Так, в методе Якоби можно заметить необходимость в уточнении значений, поскольку первые полученные результаты позволяют сделать вывод о наличии кратности собственных чисел, который после оказывается неверным. Часть 1 предлагает сравнение двух итерационных методом друг с другом, в котором выигрывает метод Ньютона, опирающийся на более четкие предпосылки наличия корня в некоторой точке на следующей итерации, нежели метод половинного деления. Эта идея также прослеживается в части 3, когда грамотный выбор коэффициента “омега” позволяет значительно повысить производительность, в сравнение с методом Зейделя, при котором он всегда равен 1.

Итерационный метод тем лучше, чем выше уверенность в том направлении вычислений, в котором он идет. Поэтому довольно часто они ограничены в применении. Это справедливо как для метода Ньютона из части 1, так и для остальных методов. Например, если определитель системы мал, матрица не является симметричной и прочее, итерационные методы алгебры могут быть крайне неэффективны из-за неопределенности результата. В этом, в свою очередь, их главный недостаток.

# Приложения

## Приложение к части 1

### Графическая интерпретация
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Рисунок 4. Несколько итераций метода Ньютона - графически.

### Программный код

**d2Fun1.m**

function [y] = d2Fun1(x)

a = 1.7125;

b = -3.4192;

c = -10.0420;

d = -16.6985;

e = 28.1418;

y = 12\*a\*x.^2 + 6\*b\*x + 2\*c;

end

**d2Fun2.m**

function [y] = d2Fun2(x)

y = 2\*(pi^2)\*cos(2\*pi\*x);

end

**dFun1.m**

function [y] = dFun1 (x)

a = 1.7125;

b = -3.4192;

c = -10.0420;

d = -16.6985;

e = 28.1418;

y = 4\*a\*x.^3 + 3\*b\*x.^2 + 2\*c\*x + d;

end

**dFun2.m**

function [y] = dFun2(x)

y = 1 + pi\*sin(2\*pi\*x);

end

**Fun1.m**

function [y] = Fun1(x)

a = 1.7125;

b = -3.4192;

c = -10.0420;

d = -16.6985;

e = 28.1418;

y = a\*x.^4 + b\*x.^3 + c\*x.^2 + d\*x + e;

end

**Fun2.m**

function [y] = Fun2 (x)

y = x - (cos(pi\*x)).^2;

end

**Newton.m**

function [root, k] = Newton(a,b,eps,fun,dfun,d2fun)

L = a:0.001:b;

m1 = min(abs(dfun(L)));

M2 = max(abs(d2fun(L)));

if fun(a)\*d2fun(a) > 0

x = a;

else

x = b;

end

t = 0;

X = x;

while (M2\*((X-x)^2)/(2\*m1) > eps || t == 0)

x = X;

X = x - (fun(x)/dfun(x));

t = t+1;

end

root = X;

k = t;

end

**NewtonPlot.m**

function [] = NewtonPlot(a,b,eps,fun,dfun,d2fun)

L = a:0.001:b;

m1 = min(abs(dfun(L)));

M2 = max(abs(d2fun(L)));

Plot(a,b,fun);

hold on;

if fun(a)\*d2fun(a) > 0

x = a;

else

x = b;

end

X = x;

t = 0;

while (M2\*((X-x)^2)/(2\*m1) > eps || t == 0)

x = X;

T = fun(x) + dfun(x) \* (L - x);

plot(L,T,'b');

X = x - (fun(x)/dfun(x));

L = a:0.01:X;

K = X\*ones(1, length(0:0.1:fun(X)));

plot(K,0:0.1:fun(X),'k:');

hold on;

t = 1;

end

end

**Plot.m**

function [] = Plot(a,b,fun)

x = a:0.001:b;

plot (x,fun(x),'r');

grid on;

end

**Slash.m**

function [root, k] = Slash(a,b,eps,fun)

t = 1;

while (b-a) > eps

if fun(a)\*fun((a+b)/2) < 0

b = (a+b)/2;

else

a = (a+b)/2;

end

t = t + 1;

end

root = (a+b)/2;

k = t;

end

**TestNewton.m**

function [] = TestNewton(a, b, fun, dfun, d2fun)

eps = [0.1 0.01 0.001 0.0001];

Test = [];

k = 0;

for i=1:1:4

[x k] = Newton(a, b, eps(i), fun, dfun, d2fun);

Test(1, i) = x;

Test(2, i) = k;

Test(3, i) = fun(x);

end

disp(Test);

end

**TestSlash.m**

function [] = TestSlash(a, b, fun)

eps = [0.1 0.01 0.001 0.0001];

Test = [];

k = 0;

for i=1:1:4

[x k] = Slash(a, b, eps(i), fun);

Test(1, i) = x;

Test(2, i) = k;

Test(3, i) = fun(x);

end

disp(Test);

end

## Приложение к части 2

### Программный код

#include <stdio.h>

#include <stdlib.h>

#include <math.h>

#include <time.h>

#define PTH\_MAX 80

#define EPS 0.000001f

int flag = 0;

float\*\* **CreateMatrix** (int N)

{

int i;

float\*\* q;

q = (float\*\*)malloc(N\*sizeof(float\*));

for (i = 0; i < N; i++)

q[i] = (float\*)malloc(N\*sizeof(float));

return q;

}

void **FreeMatrix** (float\*\* matrix, int N)

{

int i;

for (i = 0; i < N; i++)

free(matrix[i]);

free(matrix);

}

void **DSolve** (float\*\* D, float\* b, float\* x, int N)

{

int i;

for (i = 1; i <= N; i++)

x[i-1] = b[i-1]/D[i-1][i-1];

}

void **RSolve** (float\*\* R, float\* b, float\* x, int N)

{

int k, j;

float temp = 0;

for (k = N; k >= 1; k--)

{

temp = b[k-1];

for (j = k+1; j <= N; j++)

temp = temp - (R[k-1][j-1]\*x[j-1]);

x[k-1] = temp/R[k-1][k-1];

}

}

void **LSolve** (float\*\* L, float\* b, float\* x, int N)

{

int k, j;

float temp = 0;

for (k = 1; k <= N; k++)

{

temp = b[k-1];

for (j = 1; j <= k; j++)

temp = temp - (L[k-1][j-1]\*x[j-1]);

x[k-1] = temp/L[k-1][k-1];

}

}

void **LDR** (float\*\* A, float\*\* L, float\*\* D, float\*\* R, int N)

{

int i, j, k, m;

float temp;

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

{

D[i][j] = 0;

if (i == j)

{

L[i][j] = 1;

R[i][j] = 1;

}

else

{

L[i][j] = 0;

R[i][j] = 0;

}

}

for (m = 1; m <= N; m++)

{

temp = 0;

for (k = 1; k <= m-1; k++)

temp = temp + L[m-1][k-1]\*D[k-1][k-1]\*R[k-1][m-1];

D[m-1][m-1] = A[m-1][m-1] - temp;

if (fabsf(D[m-1][m-1]) < EPS)

{

flag = 1;

return;

}

for (j = m+1; j <= N; j++)

{

temp = 0;

for (k = 1; k <= m-1; k++)

temp = temp + L[m-1][k-1]\*D[k-1][k-1]\*R[k-1][j-1];

R[m-1][j-1] = (A[m-1][j-1] - temp)/D[m-1][m-1];

temp = 0;

for (k = 1; k <= m-1; k++)

temp = temp + L[j-1][k-1]\*D[k-1][k-1]\*R[k-1][m-1];

L[j-1][m-1] = (A[j-1][m-1] - temp)/D[m-1][m-1];

}

}

}

void **EpsB** (float\*\* A, float\* b, float\* x, int N)

{

int i, j;

float temp;

float max1 = 0, max2 = 0;

printf("x: ");

for (i = 0; i < N; i++)

printf("%f ", x[i]);

printf("\n");

printf("A\*x: ");

for (i = 0; i < N; i++)

{

temp = 0;

for (j = 0; j < N; j++)

temp = temp + A[i][j]\*x[j];

printf("%f ", temp);

if (max1 < fabsf(b[i] - temp))

max1 = fabsf(b[i] - temp);

if (max2 < fabsf(b[i]))

max2 = fabsf(b[i]);

}

printf("\nb: ");

for (i = 0; i < N; i++)

printf("%f ", b[i]);

printf("\neps = %f\n", max1);

}

float **VecNorma** (float\* vec, int N)

{

int i;

float max = 0;

for (i = 0; i < N; i++)

if (max < fabsf(vec[i]))

max = fabsf(vec[i]);

return max;

}

float **MatNorma** (float\*\* mat, int N)

{

int i, j;

float max = 0;

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

if (max < fabsf(mat[i][j]))

max = fabsf(mat[i][j]);

return max;

}

int **Sign** ()

{

int p = rand() % 2;

if (p == 1)

return -1;

else

return 1;

}

void **Solve** (float\*\* A, float\* b, float\* x, int N)

{

float\* y = (float\*)malloc(N\*sizeof(float));

float\* z = (float\*)malloc(N\*sizeof(float));

float\*\* L = CreateMatrix(N);

float\*\* D = CreateMatrix(N);

float\*\* R = CreateMatrix(N);

LDR(A, L, D, R, N);

LSolve(L, b, z, N);

DSolve(D, z, y, N);

RSolve(R, y, x, N);

free(y);

free(z);

FreeMatrix(L, N);

FreeMatrix(D, N);

FreeMatrix(R, N);

}

void **K1** (float\*\* A, float\* b, float\* x, int N)

{

int i;

float norma = VecNorma(b, N);

srand(time(0));

float\* db = (float\*)malloc(N\*sizeof(float));

float\* B = (float\*)malloc(N\*sizeof(float));

float\* X = (float\*)malloc(N\*sizeof(float));

float\* dx = (float\*)malloc(N\*sizeof(float));

for (i = 0; i < N; i++)

db[i] = Sign() \* (1.0f\*rand())/RAND\_MAX;

for (i = 0; i < N; i++)

{

db[i] = db[i] \* 0.01f \* b[i];

B[i] = b[i] + db[i];

}

Solve(A, B, X, N);

for (i = 0; i < N; i++)

dx[i] = X[i] - x[i];

printf("k1: %f\n", norma \* VecNorma(dx, N) / (VecNorma(db, N) \* VecNorma(x, N)));

free(dx);

free(X);

free(db);

free(B);

}

void **K2** (float\*\* A, float\* b, float\* x, int N)

{

int i, j;

float norma = MatNorma(A, N);

srand(time(0));

float\*\* dA = CreateMatrix(N);

float\*\* AA = CreateMatrix(N);

float\* X = (float\*)malloc(N\*sizeof(float));

float\* dx = (float\*)malloc(N\*sizeof(float));

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

dA[i][j] = Sign() \* (1.0f\*rand())/RAND\_MAX;

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

{

dA[i][j] = dA[i][j] \* 0.01 \* A[i][j];

AA[i][j] = A[i][j] + dA[i][j];

}

Solve(AA, b, X, N);

for (i = 0; i < N; i++)

dx[i] = X[i] - x[i];

printf("k2: %f", VecNorma(dx, N) \* MatNorma(AA, N) / (VecNorma(x, N) \* MatNorma(dA, N)));

free(dA);

free(AA);

free(X);

free(dx);

}

int **main**()

{

int N;

int i, j;

FILE\* f = fopen("D:\\Input.txt", "r");

if (f == NULL)

{

printf("ERROR");

return -1;

}

fscanf(f, "%d", &N);

float\*\* A = CreateMatrix(N);

float\* b = (float\*)malloc(N\*sizeof(float));

float\* x = (float\*)malloc(N\*sizeof(float));

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

fscanf(f, "%f", &A[i][j]);

for (i = 0; i < N; i++)

fscanf(f, "%f", &b[i]);

Solve(A, b, x, N);

if (flag)

{

printf("Can't apply method!");

return -1;

}

flag = 0;

EpsB(A, b, x, N);

K1(A, b, x, N);

K2(A, b, x, N);

if (flag)

{

printf("ERROR");

return -1;

}

FreeMatrix(A, N);

free(b);

free(x);

fclose(f);

return 0;

}

### Генератор матриц

#include <stdio.h>

#include <stdlib.h>

#include <time.h>

#include <math.h>

//#define POS //Параметр запуска, положительно опред. матрица

//#define MAN //Параметр запуска, введение СЧ с клавиатуры

//#define DETCHANGE //Параметр запуска, деление СЧ на некоторое число

//#define TIMES 30 //Параметр запуска, количество делений

float Random()

{

float sign;

if ((rand() % 2) == 0)

sign = 1.0;

else

sign = -1.0;

return sign \* ((float)rand())/RAND\_MAX;

}

float\*\* CreateMatrix (int N)

{

int i;

float\*\* q = (float\*\*)malloc(N\*sizeof(float\*));

for (i = 0; i < N; i++)

q[i] = (float\*)malloc(N\*sizeof(float));

return q;

}

void FreeMatrix (float\*\* matrix, int N)

{

int i;

for (i = 0; i < N; i++)

free(matrix[i]);

free(matrix);

}

int Compare (int i, int j)

{

return (i == j);

}

float\* W (int N)

{

float\* q = (float\*)malloc(N\*sizeof(float));

int i;

float norma = 0;

for (i = 0; i < N; i++)

{

q[i] = Random();

norma = norma + q[i] \* q[i];

}

norma = sqrtf(norma);

for (i = 0; i < N; i++)

q[i] = q[i] / norma;

return q;

}

float\*\* H (int N)

{

int i, j;

float\* V = W (N);

float\*\* q = CreateMatrix(N);

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

q[i][j] = Compare(i, j) - 2 \* V[i] \* V[j];

free(V);

return q;

}

float\*\* MultMat (float\*\* A, float\*\* B, int N)

{

int i, j, k;

float\*\* AB = CreateMatrix(N);

float temp;

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

{

temp = 0;

for (k = 0; k < N; k++)

temp = temp + A[i][k]\*B[k][j];

AB[i][j] = temp;

}

return AB;

}

float\*\* D (float cond, int N)

{

int i, j;

float\*\* q = CreateMatrix(N);

float min = cond;

#ifndef MAN

for (i = 0; i < N; i++)

for (j = 0; j < N; j++)

q[i][j] = Compare(i, j) \* cond \*

#ifdef POS

fabsf(Random()) / 10;

#else

Random() / 10;

#endif

for (i = 0; i < N; i++)

if (q[i][i] < min)

min = q[i][i];

q[0][0] = cond \* min;

#ifdef DETCHANGE

float times = 1;

for (i = 0; i < TIMES; i++)

for(j = 0; j < N; j++)

q[j][j] = q[j][j] / pow(10, 1/(float)N);

for (i = 0; i < N; i++)

times = times\*q[i][i];

printf("Det: %f\n", times);

#endif

#else

printf("\nEnter eigenvalues: ");

for (i = 0; i < N; i++)

scanf("%f", &q[i][i]);

#endif

for (i = 0; i < N; i++)

printf("%f ", q[i][i]);

return q;

}

int main()

{

float temp;

int i, j;

int N;

float cond;

srand(time(0));

FILE \*f = fopen("D:\\Input.txt", "w");

printf("Enter cond and N: ");

scanf("%f%d", &cond, &N);

float\*\* d = D(cond, N);

float\*\* h = H(N);

float\*\* dh = MultMat(d, h, N);

for (i = 0; i < N; i++)

for (j = i+1; j < N; j++)

{

temp = h[i][j];

h[i][j] = h[j][i];

h[j][i] = temp;

}

float\*\* hdh = MultMat(h, dh, N);

fprintf(f, "%d\n",N);

for (i = 0; i < N; i++)

{

for (j = 0; j < N; j++)

fprintf(f, "%f ", hdh[i][j]);

fprintf(f, "\n");

}

for (i = 0; i < N; i++)

fprintf(f, "%f ", cond \* Random());

FreeMatrix(d, N);

FreeMatrix(h, N);

FreeMatrix(dh, N);

FreeMatrix(hdh, N);

fclose(f);

return 0;

}

## Приложение к части 3

### Библиотека для работы с матрицами

#include "matrix.h"

#include <math.h>

mat matrixInit(int size)

{

int i, j;

float\*\* q = (float\*\*)malloc(size \* sizeof(float\*));

for (i = 0; i < size; i++)

{

q[i] = (float\*)malloc(size \* sizeof(float));

for (j = 0; j < size; j++)

q[i][j] = 0;

}

return q;

}

void matrixDone(mat matrix, int size)

{

int i;

for (i = 0; i < size; i++)

free(matrix[i]);

free(matrix);

}

vec vectorInit(int size)

{

int i;

float\* q = (float\*)malloc(size \* sizeof(float));

for (i = 0; i < size; i++)

q[i] = 0;

return q;

}

void vectorDone(vec vector)

{

free(vector);

}

void matXvec(mat matrix, vec vector, int size, vec result)

{

int i, j;

float temp;

for (i = 0; i < size; i++)

{

temp = 0;

for (j = 0; j < size; j++)

temp = temp + matrix[i][j] \* vector[j];

result[i] = temp;

}

}

float vecInfNorm(vec vector, int size)

{

float max = 0;

int i;

for (i = 0; i < size; i++)

if (fabsf(vector[i]) > max)

max = fabsf(vector[i]);

return max;

}

float matInfNorm(mat matrix, int size)

{

float max = 0;

int i, j;

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

if (fabsf(matrix[i][j]) > max)

max = fabsf(matrix[i][j]);

}

void vecDvec(vec vec1, vec vec2, vec result, int size)

{

int i;

for (i = 0; i < size; i++)

result[i] = vec1[i] - vec2[i];

}

void matDevideDetOnS(mat matrix, int size, float S)

{

int i, j;

float temp = powf(S, 1.0f / (size));

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

matrix[i][j] = matrix[i][j] / temp;

}

### Программный код

#define \_CRT\_SECURE\_NO\_WARNINGS  
#include <stdio.h>  
#include "matrix.h"  
#define FILE\_INPUT  
#define FILE\_OUTPUT  
#define EPS 0.0001f

vec RelaxationMethod(float omega, float epsilon, mat A, vec b, int size, int\* k)

{

int run;

int i, j;

\*k = 0;

float discrep = 0;

vec x1 = vectorInit(size);

vec x2 = vectorInit(size);

vec temp1 = vectorInit(size);

vec temp2 = vectorInit(size);

float temp3, temp4;

run = 1;

while (run)

{

\*k = \*k + 1;

for (i = 0; i < size; i++)

{

temp3 = 0;

temp4 = 0;

for (j = 0; j < i; j++)

temp3 = temp3 + A[i][j] \* x2[j];

for (j = i + 1; j < size; j++)

temp4 = temp4 + A[i][j] \* x1[j];

x2[i] = (1 - omega)\*x1[i] + (omega / A[i][i])\*(b[i] - temp3 - temp4);

}

vecDvec(x1, x2, temp2, size);

discrep = vecInfNorm(temp2, size);

if (discrep < epsilon)

run = 0;

for (i = 0; i < size; i++)

x1[i] = x2[i];

}

vectorDone(x2);

vectorDone(temp1);

vectorDone(temp2);

return x1;

}

void Test1()

{

int i, j, k;

int size;

float omega;

float epsilon;

mat A;

vec b;

vec x;

FILE\* input = stdin;

#ifdef FILE\_INPUT

input = fopen("D:\\Input.txt", "r");

#endif // FILE\_INPUT

fscanf(input, "%d%f%f", &size, &omega, &epsilon);

A = matrixInit(size);

b = vectorInit(size);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

fscanf(input, "%f", &A[i][j]);

for (i = 0; i < size; i++)

fscanf(input, "%f", &b[i]);

x = RelaxationMethod(omega, epsilon, A, b, size, &k);

for (i = 0; i < size; i++)

printf("%f ", x[i]);

printf("\n");

printf("%d", k);

matrixDone(A, size);

vectorDone(b);

vectorDone(x);

fclose(input);

}

void Test2()

{

int i, j, k;

float test;

int size;

float omega;

float epsilon;

mat A;

vec b;

vec x = NULL;

FILE\* input = stdin;

#ifdef FILE\_INPUT

input = fopen("D:\\Input.txt", "r");

#endif // FILE\_INPUT

fscanf(input, "%d%f%f", &size, &omega, &epsilon);

A = matrixInit(size);

b = vectorInit(size);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

fscanf(input, "%f", &A[i][j]);

for (i = 0; i < size; i++)

fscanf(input, "%f", &b[i]);

for (i = 1; i <= 19; i++)

{

test = i / 10.0;

x = RelaxationMethod(test, epsilon, A, b, size, &k);

printf("omega: %f - ", test);

printf("k: %d", k);

printf("\n");

vectorDone(x);

}

matrixDone(A, size);

vectorDone(b);

fclose(input);

}

void Test3()

{

int i, j, k;

int size;

float omega;

float epsilon;

mat A;

vec b;

vec x = NULL;

FILE\* input = stdin;

#ifdef FILE\_INPUT

input = fopen("D:\\Input.txt", "r");

#endif // FILE\_INPUT

fscanf(input, "%d%f%f", &size, &omega, &epsilon);

A = matrixInit(size);

b = vectorInit(size);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

fscanf(input, "%f", &A[i][j]);

for (i = 0; i < size; i++)

fscanf(input, "%f", &b[i]);

x = RelaxationMethod(omega, epsilon, A, b, size, &k);

printf("1: %d\n", k);

vectorDone(x);

for (i = 1; i <= 10; i++)

{

matDevideDetOnS(A, size, 10);

x = RelaxationMethod(omega, epsilon, A, b, size, &k);

printf("10^-%d: %d\n", i, k);

vectorDone(x);

}

matrixDone(A, size);

vectorDone(b);

fclose(input);

}

## Приложение к части 4

В этой части используется библиотека для работы с матрицами, которая была представлена [ранее](#_Библиотека_для_работы).

### Программный код

**yakobi.c**

e "leaktest.h"

#include <math.h>

#include "yakobi.h"

#include "matrix.h"

#define EPS 0.000001f

#define PI 3.141592f

mat createRotMatrix(int I, int J, float P, int size, int cas)

{

int i, j;

mat q = matrixInit(size);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

q[i][j] = (i == j);

float s, c;

if (cas == 1)

{

s = (float)sqrt(0.5\*(1 - (1 / sqrt(1 + ((double)P\*P)))));

if (P < 0)

s = -s;

c = (float)sqrt(0.5\*(1 + (1 / sqrt(1 + ((double)P\*P)))));

}

else

{

s = sqrtf(0.5);

c = sqrtf(0.5);

}

q[I][I] = c;

q[I][J] = -s;

q[J][I] = s;

q[J][J] = c;

return q;

}

vec methodYakobi(mat matrix, int size, float epsilon, int\* k, mat eigVec)

{

mat rotateMat;

mat temp1 = matrixInit(size);

mat temp2 = matrixInit(size);

mat temp3 = matrixInit(size);

vec q = vectorInit(size);

int i, j;

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

temp3[i][j] = (i == j);

float theta;

\*k = 0;

int I = 0, J = 1;

float max = fabsf(matrix[I][J]);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

temp2[i][j] = matrix[i][j];

for (i = 0; i < size; i++)

for (j = i + 1; j < size; j++)

{

if (fabsf(temp2[i][j]) > max)

{

I = i;

J = j;

max = fabsf(temp2[i][j]);

}

}

float P;

while (max >= epsilon)

{

if (fabsf(temp2[I][I] - temp2[J][J]) >= EPS)

{

P = 2 \* temp2[I][J] / (temp2[I][I] - temp2[J][J]);

rotateMat = createRotMatrix(I, J, P, size, 1);

}

else

{

P = (temp2[I][I] - temp2[J][J])\*temp2[I][J];

rotateMat = createRotMatrix(I, J, P, size, 0);

}

matXmat(temp3, rotateMat, eigVec, size);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

temp3[i][j] = eigVec[i][j];

matXmat(temp2, rotateMat, temp1, size);

trponMat(rotateMat, size);

matXmat(rotateMat, temp1, temp2, size);

I = 0;

J = 1;

max = fabsf(temp2[I][J]);

for (i = 0; i < size; i++)

for (j = i + 1; j < size; j++)

{

if (fabsf(temp2[i][j]) > max)

{

I = i;

J = j;

max = fabsf(temp2[i][j]);

}

}

\*k = \*k + 1;

matrixDone(rotateMat, size);

}

for (i = 0; i < size; i++)

q[i] = temp2[i][i];

trponMat(eigVec, size);

matrixDone(temp1, size);

matrixDone(temp2, size);

matrixDone(temp3, size);

return q;

}

**main.c**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include "leaktest.h"

#include "matrix.h"

#include "yakobi.h"

#include <stdio.h>

int main()

{

SetDbgMemHooks();

float test, max;

int i, j, k;

int size;

float epsilon;

FILE\* f = fopen("D:\\InputEV.txt", "r");

fscanf(f, "%d%f", &size, &epsilon);

mat A = matrixInit(size);

mat eigVec = matrixInit(size);

vec result;

vec temp = vectorInit(size);

vec temp1 = vectorInit(size);

vec temp2 = vectorInit(size);

for (i = 0; i < size; i++)

for (j = 0; j < size; j++)

fscanf(f, "%f", &A[i][j]);

result = methodYakobi(A, size, epsilon, &k, eigVec);

printf("Eigenvalues: ");

for (i = 0; i < size; i++)

printf("%f ", result[i]);

printf("\n\nEigenvectors: \n");

for (i = 0; i < size; i++)

{

for (j = 0; j < size; j++)

printf("%f ", eigVec[j][i]);

printf("\n");

}

printf("\nIterations: %d\n", k);

max = 0;

for (i = 0; i < size; i++)

{

matXvec(A, eigVec[i], size, temp1);

for (j = 0; j < size; j++)

temp2[j] = result[i] \* eigVec[i][j];

vecDvec(temp1, temp2, temp, size);

test = vecInfNorm(temp, size);

if (test > max)

max = test;

}

printf("\nmax(Au-ku): %f", test);

matrixDone(eigVec, size);

vectorDone(result);

matrixDone(A, size);

vectorDone(temp);

vectorDone(temp1);

vectorDone(temp2);

return 0;

}